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Lambda Functions

In Python, a lambda function is a concise way to create small, anonymous functions. These
functions are often used for short-term operations where a full function definition might be
overkill. The syntax for a lambda function is as follows:

lambda arguments: expression

« arguments: The input parameters for the function.
+ expression: The result of the computation.

Example:

add = lambda x, y: X + vy
print(add(3, 4))

Lambda functions are particularly useful when a simple function is needed for a short
duration, such as in the context of filter, map , and reduce functions.

Functional Programming in Python

Functional programming is a programming paradigm that treats computation as the
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evaluation of mathematical functions, avoiding mutable data and state changes. In Python,
functional programming concepts are supported, and functions like map , filter , and
reduce facilitate a functional programming style.

filter Function

The filter function takes a function and an iterable as arguments. The function is applied
to each element of the iterable, and only elements for which the function returns True are
included in the output. It is useful for filtering out elements of a list that do not meet a certain
condition. The syntax for the filter function is as follows:

filter(function, iterable)

+ function: The function to apply to each element of the iterable.
* iterable: The iterable to filter.

Example:

def is_even(x):
return x % 2 == 0

numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]
even_numbers = list(filter(is_even, numbers))

print(even_numbers) # Output: [2, 4, 6, 8, 10]

The function passed to the filter function is known as a predicate function. A predicate
function is a function that returns a boolean value. In the example above, the is_even
function is a predicate function because it returns True if the input is even and False
otherwise. The filter function applies the predicate function to each element of the iterable
and returns a list of elements for which the predicate function returns True .

If the predicate is simple or not required to be reusable, a lambda function can be used
instead of a named function. The example above can be rewritten as follows:



numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]
even_numbers = list(filter(lambda x: x % 2 == 0, numbers))

print(even_numbers) # Output: [2, 4, 6, 8, 10]

The return value of the filter function is an iterable, so it must be converted to a list to be

printed.

The filter function can also be used to filter out None values from a list. For example:

numbers = [1, 2, None, 4, None, 6, 7, 8, None, 10]
non_null_numbers = list(filter(None, numbers))

print(non_null_numbers) # Output: [1, 2, 4, 6, 7, 8, 10]

In this example, the None values are filtered out of the list. Since None is a falsy value, it is
filtered out by the filter function.

map Function

The map function takes a function and an iterable as arguments. The function is applied to
each element of the iterable, and the output of the function is included in the output. It is
useful for transforming a list of values to an intended output. The syntax for the map function
is as follows:

map (function, iterable)

+ function: The function to apply to each element of the iterable.
+ iterable: The iterable to map.

Similar to the filter function, the function passed to the map function is known as a
transformer function. A transformer function is a function that transforms the input in some
way. In the example below, the double function is a transformer function because it doubles

the input.

Example:



def double(x):
return x x 2

numbers = [1, 2, 3, 4, 5]
doubled_numbers = list(map(double, numbers))

print(doubled_numbers) # Output: [2, 4, 6, 8, 10]

You can also use a lambda function as the transformer function:

numbers = [1, 2, 3, 4, 5]
doubled_numbers = list(map(lambda x: x * 2, numbers))

print(doubled_numbers) # Output: [2, 4, 6, 8, 10]

The map function can also be used to transform a list of strings to a list of integers. For
example:

numbers = ['1', '2', '3', '4', '5']
int_numbers = list(map(int, numbers))

Since both the filter and map functions accept an iterable as an argument, they can be
chained together. For example:

numbers = [1, 2, 3, 4, 5]
doubled_even_numbers = list(map(double, filter(is_even, numbers)))

print(doubled_even_numbers) # Output: [4, 8]

In this example, the filter function is applied first, and then the map function is applied to
the output of the filter function. The output of the filter function is a list of even
numbers, and the map function doubles each of these numbers.

You can also pass different iterables such as sets and tuples to the filter and map
functions. For example:



numbers = {1, 2, 3, 4, 5}
doubled_even_numbers = list(map(double, filter(is_even, numbers)))

print(doubled_even_numbers) # Output: [4, 8]

In this example, the numbers variable is a set instead of a list, but the filter and map
functions still work as expected.

reduce Function

The reduce function takes a function and an iterable as arguments. The function is applied
to each element of the iterable, and the output of the function is used as the first argument to
the next function call. It is useful for reducing a list of values to a single value or set of values.

The reduce function is not a built-in function, so it must be imported from the functools
module. The syntax for the reduce function is as follows:

from functools import reduce

reduce(function, iterable[, initialiser])

+ function: The function to apply to each element of the iterable.
+ iterable: The iterable to reduce.
- initialiser: The initial value to use as the first argument to the function.

You can reduce to calculate the sum of a list of numbers. For example:

from functools import reduce

numbers = [1, 2, 3, 4, 5]
sum = reduce(lambda x, y: x + y, numbers)

print(sum) # Output: 15

In this example, the reduce function is used to calculate the sum of the numbers in the list.
The reduce function takes the first two elements of the list and applies the function to them.
The result of this function call is then used as the first argument to the next function call. This



process is repeated until there are no more elements in the list.

The intialiser can be used to offset the result of the function. For example:

numbers = [1, 2, 3, 4, 5]
sum = reduce(lambda x, y: x + y, numbers, 10)

print(sum) # Output: 25

In this example, the reduce function is used to calculate the sum of the numbers in the list,
but the initial value is set to 10 . This means that the result of the function will be offset by
10 . The result of the reduce functionis 15 , but the initial value is 10 , so the final result is
25 .

Unpacking

Unpacking is a feature of Python that allows you to assign multiple values to multiple
variables in a single statement. It is useful for assigning the elements of a list or tuple to
individual variables. You have already seen unpacking for tuples, however you can also use
the double asterisk ( ** ) operator to unpack dictionaries. The syntax for unpacking a

dictionary is as follows:
{*xdictionary}
Example:

dictionary = {'a': 1, 'b': 2, 'c': 3}
print({*xdictionary}) # Output: {'a': 1, 'b': 2, 'c': 3}

In this example, the dictionary is unpacked into a new dictionary. The result is the same as
the original dictionary.

This is useful when transforming the data. For example, if you have a list of tuples and you
want to convert it to a dictionary, you can use the unpacking operator and the reduce function
to do this:



data = [('a', 1), ('b', 2), ('c', 3)]
dictionary = reduce(lambda x, y: {xkx, *x{y[0]: y[11}}, data, {})
print(dictionary) # Output: {'a': 1, 'b': 2, 'c': 3}

Let's break this down:

+ An empty dictionary is used as the initial value for the reduce function.

+ The first argument to the reduce function is a lambda function that takes two
arguments: x and y . These arguments represent the current value of the
reduce function and the next element in the list.

+ The first unpacking operator ( {x*x} ) unpacks the current value of the reduce
function into a new dictionary.

+ The second unpacking operator ( {*x{y[0]: y[1]}} ) unpacks the next element
in the list into a new dictionary.

+ The result of the lambda function is the union of the two dictionaries.
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